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# 1. Введение

Программный продукт разработан с использованием технологии JavaFX (графический интерфейс пользователя) и RXTX (для работы физического уровня) на языке программирования Java.

Разработка осуществлялась в среде программирования IntelliJ IDEA при помощи распределённой системы контроля версия (git).

# 2. Схема классов

![](data:image/png;base64,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)

# 3. Пакет gui

## 3.1. Пакет templates

### 3.1.1. Шаблон chat.fxml

##### 3.1.1.1. Листинг

<?xml version="1.0" encoding="UTF-8"?>

<?import javafx.scene.control.\*?>

<?import javafx.scene.layout.\*?>

<?import javafx.scene.paint.Color?>

<?import javafx.scene.shape.Circle?>

<?import javafx.scene.web.WebView?>

<VBox fx:id="layout" layoutX="0.0" layoutY="0.0" prefHeight="344.0" prefWidth="483.0" xmlns:fx="http://javafx.com/fxml/1" xmlns="http://javafx.com/javafx/2.2" fx:controller="gui.ChatController">

<children>

<MenuBar>

<menus>

<Menu mnemonicParsing="false" text="Connection">

<items>

<MenuItem mnemonicParsing="false" onAction="#onMenuConnect" text="Connect" />

<MenuItem mnemonicParsing="false" onAction="#onMenuDisconnect" text="Disconnect" />

</items>

</Menu>

<Menu mnemonicParsing="false" text="Help">

<items>

<MenuItem mnemonicParsing="false" onAction="#onMenuAbout" text="About" />

</items>

</Menu>

</menus>

</MenuBar>

<SplitPane dividerPositions="0.5036764705882353" focusTraversable="true" orientation="VERTICAL" prefHeight="200.0" prefWidth="160.0" VBox.vgrow="ALWAYS">

<items>

<AnchorPane minHeight="0.0" minWidth="0.0" prefHeight="100.0" prefWidth="160.0">

<children>

<WebView fx:id="webView" maxHeight="1.7976931348623157E308" maxWidth="1.7976931348623157E308" prefHeight="133.0" prefWidth="481.0" AnchorPane.bottomAnchor="0.0" AnchorPane.leftAnchor="0.0" AnchorPane.rightAnchor="0.0" AnchorPane.topAnchor="0.0" />

</children>

</AnchorPane>

<AnchorPane minHeight="0.0" minWidth="0.0" prefHeight="100.0" prefWidth="160.0">

<children>

<TextArea fx:id="inputField" maxHeight="1.7976931348623157E308" maxWidth="1.7976931348623157E308" onKeyReleased="#onKeyReleased" prefHeight="133.0" prefWidth="481.0" wrapText="true" AnchorPane.bottomAnchor="0.0" AnchorPane.leftAnchor="0.0" AnchorPane.rightAnchor="0.0" AnchorPane.topAnchor="0.0" />

</children>

</AnchorPane>

</items>

</SplitPane>

<HBox prefHeight="40.0" prefWidth="318.0">

<children>

<ToolBar maxHeight="1.7976931348623157E308" maxWidth="1.7976931348623157E308" prefHeight="40.0" prefWidth="351.0" HBox.hgrow="ALWAYS">

<items>

<Circle fx:id="statusIcon" fill="RED" radius="6.00006103515625" stroke="BLACK" strokeType="INSIDE" />

<Label fx:id="statusText" alignment="CENTER\_LEFT" text="Not connected" textAlignment="LEFT">

<textFill>

<Color blue="0.388" green="0.388" red="0.388" />

</textFill>

</Label>

</items>

</ToolBar>

<ToolBar maxHeight="1.7976931348623157E308">

<Circle fx:id="ctsIcon" fill="RED" radius="6.00006103515625" stroke="BLACK" strokeType="INSIDE" />

<Label fx:id="ctsText" alignment="CENTER\_LEFT" text="CTS" textAlignment="LEFT">

<textFill>

<Color blue="0.388" green="0.388" red="0.388" />

</textFill>

</Label>

</ToolBar>

<ToolBar maxHeight="1.7976931348623157E308">

<items>

<Button fx:id="sendButton" defaultButton="true" disable="true" mnemonicParsing="false" onAction="#sendClick" text="Send" />

</items>

</ToolBar>

</children>

</HBox>

</children>

</VBox>

### 3.1.2. Шаблон connection.fxml

##### 3.1.2.1. Листинг

<?xml version="1.0" encoding="UTF-8"?>

<?import javafx.collections.FXCollections?>

<?import javafx.geometry.Insets?>

<?import javafx.scene.control.\*?>

<?import javafx.scene.layout.\*?>

<GridPane fx:id="layout" hgap="10.0" maxHeight="1.7976931348623157E308" prefHeight="205.0" prefWidth="400.0" vgap="10.0" xmlns:fx="http://javafx.com/fxml/1" xmlns="http://javafx.com/javafx/2.2" fx:controller="gui.ConnectionController">

<children>

<Label text="Nickname:" GridPane.columnIndex="0" GridPane.rowIndex="0" GridPane.vgrow="SOMETIMES" />

<TextField fx:id="userName" prefWidth="269.0" text="User" GridPane.columnIndex="1" GridPane.columnSpan="2147483647" GridPane.rowIndex="0" GridPane.vgrow="SOMETIMES" />

<Label text="COM port:" GridPane.columnIndex="0" GridPane.rowIndex="1" />

<ComboBox fx:id="comPort" maxWidth="1.7976931348623157E308" prefWidth="180.0" GridPane.columnIndex="1" GridPane.columnSpan="2" GridPane.rowIndex="1">

<items>

<FXCollections fx:factory="observableArrayList" />

</items>

</ComboBox>

<Label text="Data bits:" GridPane.columnIndex="0" GridPane.rowIndex="2" />

<ComboBox fx:id="dataBits" maxWidth="1.7976931348623157E308" prefWidth="-1.0" GridPane.columnIndex="1" GridPane.rowIndex="2" />

<Label text="Parity check:" GridPane.columnIndex="0" GridPane.rowIndex="3" />

<ComboBox fx:id="parityCheck" maxWidth="1.7976931348623157E308" prefWidth="-1.0" GridPane.columnIndex="1" GridPane.rowIndex="3" GridPane.vgrow="ALWAYS" />

<Button alignment="BASELINE\_CENTER" defaultButton="true" maxWidth="1.7976931348623157E308" mnemonicParsing="false" onAction="#onConnect" text="Connect" GridPane.columnIndex="3" GridPane.halignment="CENTER" GridPane.hgrow="ALWAYS" GridPane.rowIndex="4" />

<Label text="Stop bits:" GridPane.columnIndex="2" GridPane.rowIndex="3" />

<ComboBox fx:id="stopBits" maxWidth="1.7976931348623157E308" prefWidth="-1.0" GridPane.columnIndex="3" GridPane.rowIndex="3" />

<Label text="Baud rate:" GridPane.columnIndex="2" GridPane.rowIndex="2" />

<ComboBox fx:id="baudRate" maxWidth="1.7976931348623157E308" prefWidth="-1.0" GridPane.columnIndex="3" GridPane.rowIndex="2" />

<Button fx:id="refresh" maxWidth="1.7976931348623157E308" mnemonicParsing="false" onAction="#onRefresh" prefWidth="-1.0" text="Refresh" textAlignment="CENTER" GridPane.columnIndex="3" GridPane.hgrow="ALWAYS" GridPane.rowIndex="1" />

</children>

<columnConstraints>

<ColumnConstraints hgrow="SOMETIMES" minWidth="10.0" prefWidth="100.0" />

<ColumnConstraints hgrow="SOMETIMES" minWidth="10.0" prefWidth="100.0" />

<ColumnConstraints hgrow="SOMETIMES" minWidth="10.0" prefWidth="100.0" />

<ColumnConstraints hgrow="SOMETIMES" minWidth="10.0" prefWidth="100.0" />

</columnConstraints>

<padding>

<Insets bottom="10.0" left="10.0" right="10.0" top="10.0" />

</padding>

<rowConstraints>

<RowConstraints minHeight="10.0" vgrow="SOMETIMES" />

<RowConstraints minHeight="10.0" vgrow="SOMETIMES" />

<RowConstraints minHeight="10.0" vgrow="SOMETIMES" />

<RowConstraints minHeight="10.0" vgrow="SOMETIMES" />

</rowConstraints>

</GridPane>

## 3.2. Класс ChatController

Класс-контроллер для главного окна чата.

### 3.2.1. Поля

* @FXML private Button sendButton;  
  Кнопка Send
* @FXML private WebView webView;  
  Окно сообщений, на базе веб-браузера
* @FXML private TextArea inputField;  
  Поле ввода сообщения для передачи
* @FXML private Circle statusIcon;  
  Лампочка состояния связи
* @FXML private Label statusText;  
  Текст состояния связи
* @FXML private Circle ctsIcon;  
  Лампочка, отображающая состояние линии CTS
* public static final String PROGRAM\_NAME = "ComChat";  
  Имя программы
* public static final String PROGRAM\_VERSION = "v0.1 alpha";  
  Версия программы
* private ProtocolStack protocolStack;  
  Ссылка на стек собранный стек протоколов
* private Status status;  
  Состояние связи
* private String localUser = null;  
  Имя локального пользователя
* private String remoteUser = null;  
  Имя удалённого пользователя
* private boolean isAuthorized = false;  
  Факт авторизованности локального пользователя
* private static final String messageSent = "[×] ";  
  Префикс отправленного, но не доставленного сообщения
* private static final String messageReceived = "[«] ";  
  Префикс принятого сообщения
* private static final String messageAck = "[»] ";  
  Префикс доставленного сообщения
* private boolean isConnected = false;  
  Факт наличия соединения
* private Integer messageId = 0;  
  Абсолютный номер сообщения, используется как id для div’ов сообщений в окне чата
* private boolean isClosing = false;  
  Факт того, что приложение находится в процессе завершения своей работы
* private HashMap<Integer, Integer> messageIdToHtmlId = new HashMap<>();  
  Отображение id сообщения -> div id строки в окне чата

### 3.2.2. События

* public void onMenuConnect(ActionEvent event)  
  Нажатие Connect в меню
* public void onMenuDisconnect(ActionEvent event)  
  Нажатие Disconnect в меню
* public void onMenuAbout(ActionEvent event)  
  Нажатие About в меню
* public void onKeyReleased(KeyEvent event)  
  Нажатие Enter в поле ввода сообщения
* public void sendClick(ActionEvent event)  
  Нажатие кнопки Send

### 3.2.3. Методы

* public void initWithData(Stage stage, Object data)  
  Унаследован от DataController
* private void addUserMessage(String author, String message)  
  Добавление пользовательского сообщения в чат
  + author – от чьего имени
  + message – текст сообщения
* private void addSystemMessage(MessageLevel level, String message)  
  Добавление системного сообщения в чат
  + level – уровень сообщения
  + message – текст сообщения
* private void send()  
  Отправка сообщения из поля ввода
* private void receive(Message message)  
  Приём сообщения от прикладного уровня
  + message – принятое сообщение
* private void markMessage(int id)  
  Пометка сообщения как доставленного
  + id – номер сообщения прикладного уровня
* private void onConnect()  
  Обработка подключения
* private String getHtmlPage()  
  Возвращает базовую html-вёрстку окна чата
* private void scrollChatToId(int id)  
  Прокрутка чата к id’ному сообщению
  + id – id сообщения в вёрстке (div#id)
* private void updateStatus(boolean connected)  
  Смена состояния связи
  + connected – факт наличие соединения
* private void updateCompanionStatus(boolean connected)  
  Смена состояния оппонента
  + connected – факт наличия собеседника (факт того, что Auth принят)
* private void updateCTS(boolean CTS)  
  Смена состояния CTS
  + CTS – наличие или отсутствие сигнала на линии CTS
* private void onError(Exception e)  
  Ошибка от любого уровня
  + e - исключение

### 3.2.4. Листинг

package gui;

import javafx.application.Platform;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.fxml.FXMLLoader;

import javafx.scene.Parent;

import javafx.scene.Scene;

import javafx.scene.control.Button;

import javafx.scene.control.Label;

import javafx.scene.control.TextArea;

import javafx.scene.input.KeyCode;

import javafx.scene.input.KeyEvent;

import javafx.scene.layout.VBox;

import javafx.scene.paint.Color;

import javafx.scene.shape.Circle;

import javafx.scene.web.WebEngine;

import javafx.scene.web.WebView;

import javafx.stage.Modality;

import javafx.stage.Stage;

import javafx.stage.StageStyle;

import layers.ProtocolStack;

import layers.apl.Message;

import org.controlsfx.dialog.Dialogs;

import org.w3c.dom.Document;

import org.w3c.dom.Element;

import org.w3c.dom.Node;

import org.w3c.dom.Text;

import sun.reflect.generics.reflectiveObjects.NotImplementedException;

import java.io.IOException;

import java.util.HashMap;

public class ChatController extends DataController {

@FXML private Button sendButton;

@FXML private WebView webView;

@FXML private TextArea inputField;

@FXML private VBox layout;

@FXML private Circle statusIcon;

@FXML private Label statusText;

@FXML private Circle ctsIcon;

@FXML private Label ctsText;

public static final String PROGRAM\_NAME = "ComChat";

public static final String PROGRAM\_VERSION = "v0.1 alpha";

private ProtocolStack protocolStack;

private Status status;

private String localUser = null;

private String remoteUser = null;

private boolean isAuthorized = false;

private static final String messageSent = "[×] ";

private static final String messageReceived = "[«] ";

private static final String messageAck = "[»] ";

private boolean isConnected = false;

private Integer messageId = 0;

private boolean isClosing = false;

private HashMap<Integer, Integer> messageIdToHtmlId = new HashMap<>();

@Override

public void initWithData(Stage stage, Object data) {

super.initWithData(stage, data);

protocolStack = (ProtocolStack) data;

WebEngine engine = webView.getEngine();

engine.loadContent(getHtmlPage());

statusIcon.setFill(Status.NotConnected.toColor());

statusText.setText(Status.NotConnected.toString());

protocolStack.getPhy().subscribeConnectionStatusChanged(this::updateStatus);

protocolStack.getPhy().subscribeCompanionConnectedChanged(this::updateCompanionStatus);

protocolStack.getPhy().subscribeSendingAvailableChanged(this::updateCTS);

stage.setOnCloseRequest(e -> {

isClosing = true;

if (status != Status.NotConnected)

protocolStack.getApl().disconnect();

});

protocolStack.getApl().subscribeToReceive(this::receive);

Platform.runLater(this::showConnectionDialog);

}

private void updateStatus(boolean connected) {

this.isConnected = connected;

Status newStatus = Status.fromBoolean(connected);

if (status == newStatus)

return;

Platform.runLater(() -> {

status = newStatus;

statusIcon.setFill(status.toColor());

statusText.setText(status.toString());

//sendButton.setDisable(!connected);

if (status == Status.NotConnected && !isClosing) {

isAuthorized = false;

protocolStack.getApl().disconnect();

addSystemMessage(MessageLevel.Info, "Disconnected");

Dialogs.create()

.owner(stage)

.title(PROGRAM\_NAME)

.masthead("Information")

.message("Disconnected")

.showInformation();

}

});

}

private void updateCompanionStatus(boolean connected) {

if (!this.isConnected)

return;

Status newStatus = connected ? Status.Chatting : Status.Connected;

if (status != newStatus) {

//if we are connected and connection form closed (overwise Auth will be sent after form closing)

if (connected && !isAuthorized && localUser != null) {

protocolStack.getApl().send(Message.Type.Auth, localUser);

isAuthorized = true;

}

else if (status == Status.Chatting) {

addSystemMessage(MessageLevel.Info, "Remote user disconnected, waiting for another companion...");

isAuthorized = false;

}

Platform.runLater(() -> {

status = newStatus;

statusIcon.setFill(status.toColor());

statusText.setText(status.toString());

sendButton.setDisable(!connected);

});

}

}

private void updateCTS(boolean CTS) {

Platform.runLater(() -> {

if (CTS)

ctsIcon.setFill(Color.YELLOWGREEN);

else

ctsIcon.setFill(Color.RED);

});

}

private void addUserMessage(String author, String message) {

addUserMessage(author, message, 0);

}

private void addUserMessage(String author, String message, Integer id) {

WebEngine engine = webView.getEngine();

Document document = engine.getDocument();

Node body = document.getElementsByTagName("BODY").item(0);

Element div = document.createElement("div");

messageIdToHtmlId.put(id, messageId);

div.setAttribute("id", messageId.toString());

div.setAttribute("data-message-id", id.toString());

Text text = document.createTextNode(message);

Element mark = document.createElement("b");

if (id != 0)

mark.setTextContent(messageSent);

else

mark.setTextContent(messageReceived);

Element b = document.createElement("b");

b.setTextContent(author + ": ");

div.appendChild(mark);

div.appendChild(b);

div.appendChild(text);

body.appendChild(div);

scrollChatToId(messageId++);

}

private void addSystemMessage(MessageLevel level, String message) {

Platform.runLater(() -> {

WebEngine engine = webView.getEngine();

Document document = engine.getDocument();

Node body = document.getElementsByTagName("BODY").item(0);

Element div = document.createElement("div");

div.setAttribute("id", messageId.toString());

div.setAttribute("style", "color: " + level.toHtmlColor());

Text text = document.createTextNode(message);

Element b = document.createElement("b");

b.setTextContent("[" + level.toString() + "]" + " System message: ");

div.appendChild(b);

div.appendChild(text);

body.appendChild(div);

scrollChatToId(messageId++);

});

}

private void send() {

String message = inputField.getText();

int id = protocolStack.getApl().send(Message.Type.Msg, message);

addUserMessage(localUser, message, id);

inputField.clear();

}

private void receive(Message message) {

//JavaFX UI thread synchronization

Platform.runLater(() -> {

addSystemMessage(MessageLevel.Debug, "Message received: " + message.getType().name());

switch (message.getType()) {

case Msg:

addUserMessage(remoteUser, message.getMsg());

protocolStack.getApl().send(Message.Type.Ack,

Integer.toString(message.getId()));

break;

case Auth:

remoteUser = message.getMsg();

addSystemMessage(MessageLevel.Info, "Remote user connected: " + message.getMsg());

protocolStack.getApl().handshakeFinished();

//TODO: enable "sendability"

break;

case Ack:

int id = Integer.parseInt(message.getMsg());

markMessage(id);

break;

default:

throw new NotImplementedException();

}

});

}

private void markMessage(int id) {

WebEngine engine = webView.getEngine();

Document document = engine.getDocument();

Integer htmlId = messageIdToHtmlId.get(id);

if (htmlId == null)

return;

Element div = document.getElementById(htmlId.toString());

Element mark = (Element) div.getFirstChild();

mark.setTextContent(messageAck);

}

public void sendClick(ActionEvent event) {

send();

}

public void onMenuConnect(ActionEvent event) throws IOException {

showConnectionDialog();

}

private void showConnectionDialog() {

try {

FXMLLoader loader = new FXMLLoader(Main.class.getResource("/gui/templates/connection.fxml"));

Parent root = loader.load();

DataStage connectionStage = new DataStage(loader.getController(), protocolStack);

connectionStage.setTitle("Connection");

final double rem = javafx.scene.text.Font.getDefault().getSize() / 13;

Scene conScene = new Scene(root, 400.0\*rem, 205.0\*rem);

connectionStage.setScene(conScene);

connectionStage.setResizable(false);

connectionStage.initModality(Modality.WINDOW\_MODAL);

connectionStage.initOwner(layout.getScene().getWindow());

connectionStage.initStyle(StageStyle.UTILITY);

connectionStage.showAndWait();

if (connectionStage.getResult() == DialogResult.OK) {

localUser = (String) connectionStage.getResultData();

onConnect();

} else {

Dialogs.create()

.owner(stage)

.title(PROGRAM\_NAME)

.masthead("Information")

.message("Connection cancelled")

.showInformation();

}

}

catch (IOException e) {

Dialogs.create()

.owner(stage)

.title(PROGRAM\_NAME)

.masthead("Error")

.showException(e);

}

}

private void onConnect() {

//not sure why runLater needed here, cause we are already in UI thread and webEngine already loaded

Platform.runLater(() -> addSystemMessage(MessageLevel.Info, "Successfully connected"));

if (!isAuthorized) {

isAuthorized = true;

protocolStack.getApl().send(Message.Type.Auth, localUser);

}

protocolStack.getApl().subscribeOnError(this::onError);

}

private void onError(Exception e) {

protocolStack.getApl().disconnect();

addSystemMessage(MessageLevel.Error, "Connection lost");

Dialogs.create()

.owner(stage)

.title(PROGRAM\_NAME)

.masthead("Error")

.message("Connection lost")

.showException(e);

}

public void onMenuDisconnect(ActionEvent event) {

if (status != Status.NotConnected)

protocolStack.getApl().disconnect();

}

private String getHtmlPage() {

return "<html><head></head><body></body></html>";

}

public void onMenuAbout(ActionEvent event) {

Dialogs.create()

.owner(stage)

.title(PROGRAM\_NAME)

.masthead("About")

.message("BMSTU course project.\nCOM-port based chat for 2 persons.\n\nAuthors:\nLeontiev Aleksey - Application Layer and GUI\nLatkin Igor - Physical Layer\nKornukov Nikita - Data Link Layer\n\nProject's home:\nhttps://github.com/tech-team/comchat")

.showInformation();

}

public void onKeyReleased(KeyEvent event) {

if (event.getCode() == KeyCode.ENTER && !event.isControlDown()) {

if (status != Status.NotConnected)

send();

else

Dialogs.create()

.owner(stage)

.title(PROGRAM\_NAME)

.masthead("Error")

.message("You should connect first.\nUse Connection -> Connect.")

.showError();

}

}

private void scrollChatToId(int id) {

try {

WebEngine engine = webView.getEngine();

engine.executeScript("document.getElementById(" + id + ").scrollIntoView()");

}

catch (NullPointerException ignored) {}

}

}

## 3.3. Класс ChatController

Класс-контроллер для окна настроек подключения

### 3.3.1. Поля

* @FXML private TextField userName;  
  Поле ввода имени пользователя
* @FXML private ComboBox<String> comPort;  
  Список выбора комп-порта
* @FXML private ComboBox<Integer> baudRate;  
  Список выбора скорости передачи
* @FXML private ComboBox<String> dataBits;  
  Список выбора количества информационных битов
* @FXML private ComboBox<String> stopBits;  
  Список выбора количества стоповых битов
* @FXML private ComboBox<String> parityCheck;  
  Список выбора способа проверки чётности
* private ProtocolStack protocolStack;  
  Ссылка на стек собранный стек протоколов

### 3.3.2. События

* public void onConnect(ActionEvent event)  
  Нажатие на кнопку Connect
* public void onRefresh(ActionEvent event)  
  Нажатие на кнопку Refresh (обновления списка ком-портов)

### 3.3.3. Методы

Все методы унаследованы от DataController.

### 3.3.4. Листинг

package gui;

import javafx.application.Platform;

import javafx.collections.FXCollections;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.scene.control.ComboBox;

import javafx.scene.control.TextField;

import javafx.stage.Stage;

import layers.ProtocolStack;

import layers.exceptions.ConnectionException;

import layers.phy.ComPort;

import layers.phy.settings.comport\_settings.ComPortSettings;

import layers.phy.settings.comport\_settings.DataBitsEnum;

import layers.phy.settings.comport\_settings.ParityEnum;

import layers.phy.settings.comport\_settings.StopBitsEnum;

import org.controlsfx.dialog.Dialogs;

public class ConnectionController extends DataController {

@FXML private TextField userName;

@FXML private ComboBox<String> comPort;

@FXML private ComboBox<Integer> baudRate;

@FXML private ComboBox<String> dataBits;

@FXML private ComboBox<String> stopBits;

@FXML private ComboBox<String> parityCheck;

private ProtocolStack protocolStack;

@Override

public void initWithData(Stage stage, Object data) {

super.initWithData(stage, data);

protocolStack = (ProtocolStack) data;

comPort.setItems(FXCollections.observableArrayList(ComPort.getAvailablePorts()));

baudRate.setItems(FXCollections.observableArrayList(ComPort.getAvailableBaudRates()));

dataBits.setItems(FXCollections.observableArrayList(ComPort.getAvailableDataBits()));

stopBits.setItems(FXCollections.observableArrayList(ComPort.getAvailableStopBits()));

parityCheck.setItems(FXCollections.observableArrayList(ComPort.getAvailableParity()));

comPort.setValue(ComPort.getDefaultPort());

baudRate.setValue(ComPort.getDefaultBaudRate());

dataBits.setValue(ComPort.getDefaultDataBits());

stopBits.setValue(ComPort.getDefaultStopBits());

parityCheck.setValue(ComPort.getDefaultParity());

}

public void onConnect(ActionEvent event) {

if (comPort.getValue().isEmpty())

{

Dialogs.create()

.owner(stage)

.title(ChatController.PROGRAM\_NAME)

.masthead("Error")

.message("Please, select COM port.\nIf you do not see any listed, press Refresh button.")

.showError();

return;

}

if (userName.getText().isEmpty())

{

Dialogs.create()

.owner(stage)

.title(ChatController.PROGRAM\_NAME)

.masthead("Error")

.message("Please, input your username.")

.showError();

return;

}

try {

protocolStack.getApl().connect(

new ComPortSettings(comPort.getValue(),

baudRate.getValue(),

DataBitsEnum.fromString(dataBits.getValue()).toDataBits(),

StopBitsEnum.fromString(stopBits.getValue()).toStopBits(),

ParityEnum.fromString(parityCheck.getValue()).toParity()));

result = DialogResult.OK;

resultData = userName.getText();

this.close();

}

catch(ConnectionException e) {

String message = "Unable to connect with these settings";

Exception withMessage = new Exception(message, e);

Platform.runLater(() -> Dialogs.create()

.owner(stage)

.title("ComChat")

.masthead("Error")

.message(message) //well, that has no effect for exception dialog unfortunately

.showException(withMessage));

}

}

public void onRefresh(ActionEvent event) {

comPort.setItems(FXCollections.observableArrayList(ComPort.getAvailablePorts(true)));

comPort.setValue(ComPort.getDefaultPort());

}

}

## 3.4. Класс DataController

Абстрактный класс-контроллер с возможностью параметризованной инициализации и возврата значения и данных

### 3.4.1. Поля

* protected Object data;  
  Входные данные
* protected Object resultData;  
  Выходные данные
* protected DialogResult result = DialogResult.CLOSED;  
  Результат работы
* protected Stage stage;  
  Stage, на котором происходит отрисовка шаблона

### 3.4.2. События

* protected void close()  
  Закрытие сцены (окна)

### 3.4.3. Методы

* public void initWithData(Stage stage, Object data)  
  Инициализация котроллера
  + stage – сцена, на которой размещены элементы
  + data – произвольный входной объект
* public DialogResult getResult()

Возврат результата работы окна

* public Object getResultData()  
  Возврат результата работы окна (данные)
* public void setStage(Stage stage)  
  Установка сцены для контроллера
  + stage – сцена к установке

### 3.4.4. Листинг

package gui;

import javafx.fxml.FXML;

import javafx.stage.Stage;

public abstract class DataController {

protected Object data;

protected Object resultData;

protected DialogResult result = DialogResult.CLOSED;

protected Stage stage;

public void initWithData(Stage stage, Object data) {

this.stage = stage;

this.data = data;

}

public DialogResult getResult() {

return result;

}

public Object getResultData() {

return resultData;

}

public void setStage(Stage stage) {

this.stage = stage;

}

@FXML

protected void close() {

stage.close();

}

}

## 3.5. Класс DataStage

Абстрактный класс сцены (окна) с возможностью параметризованной инициализации и возврата значения и данных

### 3.5.1. Поля

* private DataController controller;  
  Ссылка на соответствующий сцене котроллер

### 3.5.2. События

* protected void close()  
  Закрытие сцены (окна)

### 3.5.3. Методы

* public DataStage(DataController controller, Object data)  
  Конструктор
  + controller для привязки к сцене
  + data – произвольная входная информация
* public DialogResult getResult()   
  Возврат результата работы окна
* public Object getResultData()  
  Возврат результата работы окна (данные)
* public DataController getController()  
  Возврат контроллера

### 3.5.4. Листинг

package gui;

import javafx.stage.Stage;

public class DataStage extends Stage {

private DataController controller;

public DataStage(DataController controller, Object data) {

this.controller = controller;

controller.initWithData(this, data);

}

public DialogResult getResult() {

return controller.getResult();

}

public Object getResultData() {

return controller.getResultData();

}

public DataController getController() {

return controller;

}

}

## 3.6. Перечисление DialogResult

Перечисление возможных результатов работы окна

### 3.6.1. Значения

* OK  
  Нажата кнопка OK
* CANCEL  
  Нажата кнопка CANCEL
* YES  
  Нажата кнопка YES
* NO  
  Нажата кнопка YES
* CLOSED  
  Диалог закрыт
* ERROR  
  Произошла ошибка

## 3.7. Класс Main

Главный класс

### 3.7.1. События

* public void start(Stage primaryStage)  
  Происходит после инициализации JavaFX
  + primaryStage – объект сцены (главное окно)

### 3.7.2. Методы

* public static void main(String[] args)  
  Точка входа в приложение
  + args – массив аргументов командной строки

## 3.8. Перечисление MessageLevel

Перечисление возможных типов сообщений в чате

### 3.8.1. Значения

* Error("ERROR", "red")  
  Сообщение об ошибке
* Info("INFO", "gray")  
  Информационной сообщение (основной тип)
* Debug("DEBUG", "blue")  
  Отладочное сообщение

### 3.8.2. Поля

* String level;  
  Строковое описание
* String htmlColor;  
  Цвет в html-формате

### 3.8.2. Методы

* MessageLevel(String level, String htmlColor)  
  Конструктор
  + level – уровень сообщения
  + htmlColor – цвет сообщения в html представлении
* public String toString()  
  Получение строкового представления
* public String toHtmlColor()  
  Получение цветового представления

## 3.9. Перечисление Status

Перечисление возможных состояний связи

### 3.9.1. Значения

* NotConnected("Not connected", Color.RED)  
  Не подключено
* Connected("Connected. Waiting for companion", Color.YELLOW)  
  Подключено
* Chatting("Chatting", Color.YELLOWGREEN)  
  Идёт переписка (т.е. подключено и на другом конце есть собеседник)
* Error("Error", Color.RED)  
  Произошла ошибка

### 3.9.2. Поля

* String value;  
  Строковое описание
* Color color;  
  Цветовое представление

### 3.9.2. Методы

* private Status(String value, Color color)  
  Конструктор
  + value – строковое значение
  + color – цвет статуса
* public String toString()  
  Получение строкового представления
* public String toHtmlColor()  
  Получение цветового представления
* public static Status fromBoolean(boolean connected)  
  Создание статуса по булевому значению (подключен/не подключен)
  + connected – факт наличия соединения

# 4. Пакет layers

## 4.1. Интерфейс ILayer

## 4.2. Интерфейс PDU

## 4.3. Класс ProtocolStack

## 4.4. Пакет apl

### 4.4.1. Интерфейс IApplicationLayer

Абстракция прикладного уровня

##### 4.4.1.1. Методы

* void connect(PhysicalLayerSettings settings);  
  Соединиться
  + settings – настройки для передачи на физический уровень
* void disconnect();  
  Отсоединиться
* int send(Message.Type type, String msg);  
  Послать сообщение
  + type – тип сообщения
  + msg – текст сообщения
* void receive(byte[] data);  
  Принять сообщение
  + data – сериализованное сообщения
* void subscribeToReceive(final Consumer<Message> receiver);  
  Подписаться на получение сообщений
  + receiver - обработчик
* void handshakeFinished();  
  Завершить процедуру авторизации

##### 4.4.1.2. Листинг

package layers.apl;

import layers.ILayer;

import layers.exceptions.ConnectionException;

import layers.phy.settings.PhysicalLayerSettings;

import java.util.function.Consumer;

public interface IApplicationLayer extends ILayer {

void connect(PhysicalLayerSettings settings) throws ConnectionException;

void disconnect();

int send(Message.Type type, String msg);

void receive(byte[] data);

void subscribeToReceive(final Consumer<Message> receiver);

void handshakeFinished();

}

### 4.4.2. Класс ApplicationLayer

Реализация прикладного уровня

##### 4.4.2.1. Поля

* private IDataLinkLayer dll  
  Ссылка на канальный уровень
* private List<Consumer<Message>> receivers  
  Список подписок на приём сообщений
* private int messageId  
  текущий id переданного сообщения
* private List<Consumer<Exception>> onErrorListeners  
  Список подписок на ошибки

##### 4.4.2.1. Методы

Все методы являются реализациями методом интерфейсов IApplicationLayer и ILayer.

##### 4.4.2.2. Листинг

package layers.apl;

import layers.ILayer;

import layers.dll.IDataLinkLayer;

import layers.exceptions.ConnectionException;

import layers.phy.settings.PhysicalLayerSettings;

import java.util.LinkedList;

import java.util.List;

import java.util.function.Consumer;

public class ApplicationLayer implements IApplicationLayer {

private IDataLinkLayer dll;

private List<Consumer<Message>> receivers = new LinkedList<>();

private int messageId = 0;

private List<Consumer<Exception>> onErrorListeners = new LinkedList<>();

@Override

public ILayer getUpperLayer() {

return null;

}

@Override

public IDataLinkLayer getLowerLayer() {

return dll;

}

@Override

public void setUpperLayer(ILayer layer) {

}

@Override

public void setLowerLayer(ILayer layer) {

dll = (IDataLinkLayer) layer;

}

@Override

public void subscribeOnError(Consumer<Exception> listener) {

onErrorListeners.add(listener);

}

private void notifyOnError(Exception e) {

onErrorListeners.forEach(listener -> listener.accept(e));

}

@Override

public void connect(PhysicalLayerSettings settings) throws ConnectionException {

getLowerLayer().connect(settings);

}

@Override

public void disconnect() {

getLowerLayer().disconnect();

messageId = 1;

}

@Override

public int send(Message.Type type, String msg) {

System.out.println("Sent: " + msg);

if (type == Message.Type.Msg)

++messageId;

dll.send(new Message(messageId, type, msg).serialize());

return messageId;

}

@Override

public void receive(byte[] data) {

Message message = Message.deserialize(data);

System.out.println("Received: " + message.getMsg());

receivers.forEach(receiver -> receiver.accept(message));

}

@Override

public void subscribeToReceive(final Consumer<Message> receiver) {

receivers.add(receiver);

}

@Override

public void handshakeFinished() {

getLowerLayer().handshakeFinished();

}

}

### 4.4.3. Класс Message

PDU прикладного уровня, сообщение.

##### 4.4.3.1. Класс Type

**4.4.3.1.1. Значения**

* Auth  
  Сообщение об авторизации
* Msg  
  Пользовательское сообщение
* Ack  
  Подтверждение о доставке пользовательского сообщения

**4.4.3.1.2. Методы**

* public static Type fromInteger(int x)  
  Создание типа по соответствующему ему числу (при десериализации)
  + x – тип в числовом представлении (результат ordinal())

##### 4.4.3.2. Поля

* private int id;  
  Последовательный уникальный идентификатор сообщения
* private Type type;  
  Тип сообщения
* private String msg;  
  Текст сообщения

##### 4.4.3.3. Методы

* public Message(int id, Type type, String msg)  
  Конструктор
  + id – номер сообщения (равен нулю для всех типов сообщений, кроме Msg)
  + type – тип сообщения
* public int getId()  
  Возвращает id сообщения
* public Type getType()  
  Возвращает тип сообщения
* public String getMsg()  
  Возвращает текст сообщения
* public byte[] serialize()  
  Сериализация сообщения в массив байт
* public static Message deserialize(byte[] data)  
  Десериализация сообщения из массива байт
  + data – сериализованное сообщение

##### 4.4.3.4. Листинг

package layers.apl;

import layers.PDU;

import util.ArrayUtils;

import java.io.UnsupportedEncodingException;

import java.nio.ByteBuffer;

import java.util.Arrays;

public class Message implements PDU {

public enum Type {

Auth, Msg, Ack;

public static Type fromInteger(int x) throws Exception {

int max = Type.values().length;

if (x < 0 || x >= max)

throw new Exception("bad range! x was: " + x);

return Type.values()[x];

}

}

private int id;

private Type type;

private String msg;

public Message(int id, Type type, String msg) {

this.id = id;

this.type = type;

this.msg = msg;

}

public int getId() {

return id;

}

public Type getType() {

return type;

}

public String getMsg() {

return msg;

}

@Override

public byte[] serialize() {

byte typeByte = (byte) type.ordinal();

byte[] idBytes = ByteBuffer.allocate(4).putInt(this.id).array();

byte[] infoBytes = ArrayUtils.concatenate(typeByte, idBytes);

byte[] msgBytes = new byte[0];

try {

msgBytes = msg.getBytes("UTF-8");

} catch (UnsupportedEncodingException ignored) {

System.err.println(ignored.getMessage());

}

return ArrayUtils.concatenate(infoBytes, msgBytes);

}

public static Message deserialize(byte[] data) {

byte typeByte = data[0];

byte[] idBytes = Arrays.copyOfRange(data, 1, 5);

byte[] msgBytes = Arrays.copyOfRange(data, 5, data.length);

Type type = null;

try {

type = Type.fromInteger((int) typeByte);

} catch (Exception e) {

e.printStackTrace(); // TODO: review

}

int id = ByteBuffer.wrap(idBytes).getInt();

String msg = null;

try {

msg = new String(msgBytes, "UTF-8");

} catch (UnsupportedEncodingException ignored) { }

return new Message(id, type, msg);

}

}

## 4.5. Пакет dll

## 4.6. Пакет phy

### 4.6.1. Пакет settings

##### 4.6.1.1. Пакет comport\_settings

**4.6.1.1.1. Класс ComPortSettings**

**4.6.1.1.1.1. Методы**

* public ComPortSettings(String port, int baudRate, int dataBits, int stopBits, int parity)  
  Конструктор
  + port – системный идентификатор порта
  + baudRate – скорость передачи
  + dataBits – количество информационных бит
  + stopBits – количество стоповых бит
  + parity – способ проверки чётности
* public String getPort()  
  Возвращает порт
* public int getBaudRate()  
  Возвращает скорость передачи
* public int getDataBits()  
  Возвращает количество информационных бит
* public int getStopBits()  
  Возвращает стоповых бит
* public int getParity()  
  Возвращает способ проверки чётности

**4.6.1.1.1.2. Листинг**

package layers.phy.settings.comport\_settings;

import layers.phy.settings.PhysicalLayerSettings;

public class ComPortSettings extends PhysicalLayerSettings {

public ComPortSettings(String port, int baudRate, int dataBits, int stopBits, int parity) {

settings.put(ComSettings.PORT\_NAME, port);

settings.put(ComSettings.BAUD\_RATE, baudRate);

settings.put(ComSettings.DATA\_BITS, dataBits);

settings.put(ComSettings.STOP\_BITS, stopBits);

settings.put(ComSettings.PARITY, parity);

}

public String getPort() {

return (String) settings.get(ComSettings.PORT\_NAME);

}

public int getBaudRate() {

return (int) settings.get(ComSettings.BAUD\_RATE);

}

public int getDataBits() {

return (int) settings.get(ComSettings.DATA\_BITS);

}

public int getStopBits() {

return (int) settings.get(ComSettings.STOP\_BITS);

}

public int getParity() {

return (int) settings.get(ComSettings.PARITY);

}

}

**4.6.1.1.2. Перечисление ComSettings**

**4.6.1.1.2.1. Значения**

* PORT\_NAME  
  Имя порта
* BAUD\_RATE  
  Скорость
* DATA\_BITS  
  Количество информационных бит
* STOP\_BITS  
  Количество стоповых бит
* PARITY  
  Способ проверки чётности

**4.6.1.1.2.2. Методы**

Все методы являются унаследованными

**4.6.1.1.2.3. Листинг**

package layers.phy.settings.comport\_settings;

import layers.phy.settings.PhySettings;

public enum ComSettings implements PhySettings {

PORT\_NAME,

BAUD\_RATE,

DATA\_BITS,

STOP\_BITS,

PARITY

}

**4.6.1.1.3. Перечисление DataBitsEnum**

**4.6.1.1.3.1. Значения**

* DataBits5("5 bits", SerialPort.DATABITS\_5),
* DataBits6("6 bits", SerialPort.DATABITS\_6),
* DataBits7("7 bits", SerialPort.DATABITS\_7),
* DataBits8("8 bits", SerialPort.DATABITS\_8);

**4.6.1.1.3.2. Поля**

* private String name;  
  Строковое представление
* private int value;  
  Числовое представление

**4.6.1.1.3.3. Методы**

* private DataBitsEnum(String name, int data\_bits)  
  Конструктор
  + name – строковое представление
  + data\_bits – числовое значение
* public String toString()  
  Возвращает строковое представление
* public int toDataBits()  
  Возвращает числовое представление
* public static DataBitsEnum getDefault()  
  Возвращает значение по умолчанию
* public static DataBitsEnum fromString(String str)  
  Создаёт объект по строковому представлению

**4.6.1.1.3.4. Листинг**

package layers.phy.settings.comport\_settings;

import gnu.io.SerialPort;

public enum DataBitsEnum {

DataBits5("5 bits", SerialPort.DATABITS\_5),

DataBits6("6 bits", SerialPort.DATABITS\_6),

DataBits7("7 bits", SerialPort.DATABITS\_7),

DataBits8("8 bits", SerialPort.DATABITS\_8);

private String name;

private int value;

private DataBitsEnum(String name, int data\_bits) {

this.name = name;

this.value = data\_bits;

}

@Override

public String toString() {

return name;

}

public int toDataBits() {

return value;

}

public static DataBitsEnum getDefault() {

return DataBits8;

}

public static DataBitsEnum fromString(String str) {

for (DataBitsEnum e : DataBitsEnum.values()) {

if (e.name.equals(str))

return e;

}

throw new IllegalArgumentException("Data bits not found");

}

}

**4.6.1.1.4. Перечисление StopBitsEnum**

**4.6.1.1.4.4. Значения**

* StopBits1("1", SerialPort.STOPBITS\_1),
* StopBits1\_5("1.5", SerialPort.STOPBITS\_1\_5),
* StopBits2("2", SerialPort.STOPBITS\_2);

**4.6.1.1.4.2. Поля**

* private String name;  
  Строковое представление
* private int value;  
  Числовое представление

**4.6.1.1.4.3. Методы**

* private StopBitsEnum (String name, int stop\_bits)  
  Конструктор
  + name – строковое представление
  + stop\_bits – числовое значение
* public String toString()  
  Возвращает строковое представление
* public int toStopBits()  
  Возвращает числовое представление
* public static StopBitsEnum getDefault()  
  Возвращает значение по умолчанию
* public static StopBitsEnum fromString(String str)  
  Создаёт объект по строковому представлению

**4.6.1.1.4.4. Листинг**

package layers.phy.settings.comport\_settings;

import gnu.io.SerialPort;

public enum StopBitsEnum {

StopBits1("1", SerialPort.STOPBITS\_1),

StopBits1\_5("1.5", SerialPort.STOPBITS\_1\_5),

StopBits2("2", SerialPort.STOPBITS\_2);

private String name;

private int value;

private StopBitsEnum(String name, int stop\_bits) {

this.name = name;

this.value = stop\_bits;

}

@Override

public String toString() {

return name;

}

public int toStopBits() {

return value;

}

public static StopBitsEnum getDefault() {

return StopBits1;

}

public static StopBitsEnum fromString(String str) {

for (StopBitsEnum e : StopBitsEnum.values()) {

if (e.name.equals(str))

return e;

}

throw new IllegalArgumentException("Stop bits not found");

}

}

**4.6.1.1.5. Перечисление ParityEnum**

**4.6.1.1.5.1. Значения**

* Even(SerialPort.PARITY\_EVEN),
* Mark(SerialPort.PARITY\_MARK),
* Odd(SerialPort.PARITY\_ODD),
* Space(SerialPort.PARITY\_SPACE),
* None(SerialPort.PARITY\_NONE);

**4.6.1.1.5.2. Поля**

* private int parity;  
  Числовое представление

**4.6.1.1.5.3. Методы**

* private ParityEnum(int parity)   
  Конструктор
  + parity – числовое значение
* public String toString()  
  Возвращает строковое представление
* public int toParity ()  
  Возвращает числовое представление
* public static ParityEnum getDefault()  
  Возвращает значение по умолчанию
* public static ParityEnum fromString(String str)  
  Создаёт объект по строковому представлению

**4.6.1.1.5.4. Листинг**

package layers.phy.settings.comport\_settings;

import gnu.io.SerialPort;

public enum ParityEnum {

Even(SerialPort.PARITY\_EVEN),

Mark(SerialPort.PARITY\_MARK),

Odd(SerialPort.PARITY\_ODD),

Space(SerialPort.PARITY\_SPACE),

None(SerialPort.PARITY\_NONE);

private int parity;

private ParityEnum(int parity) {

this.parity = parity;

}

public int toParity() {

return this.parity;

}

public static ParityEnum getDefault() {

return ParityEnum.None;

}

public static ParityEnum fromString(String str) {

return valueOf(str);

}

}

##### 4.6.1.2. Интерфейс PhySettings

**4.6.1.2.1. Методы**

* String name();  
  Преобразует идентификатор перечисления в строку

**4.6.1.2.2. Листинг**

package layers.phy.settings;

public interface PhySettings {

String name(); // will be implemented by java.lang.Enum class

}

##### 4.6.1.3. Класс PhysicalLayerSettings

**4.6.1.3.1. Поля**

* protected Map<PhySettings, Object> settings  
  Отображение (параметр, значение)

**4.6.1.3.2. Листинг**

package layers.phy.settings;

import java.util.HashMap;

import java.util.Map;

public abstract class PhysicalLayerSettings {

protected Map<PhySettings, Object> settings = new HashMap<>();

}

### 4.6.2. Интерфейс IPhysicalLayer

##### 4.6.2.1. Методы

* boolean readyToSend();  
  Возвращает значение RTS
* void send(byte[] data);  
  Передаёт массив байт через ком-порт
  + data – массив к отправке
* void subscribeConnectionStatusChanged(Consumer<Boolean> listener);  
  Подписка на событие изменение состояния связи
  + listener - обработчик
* void subscribeCompanionConnectedChanged(Consumer<Boolean> listener);  
  Подписка на событие подключения/отключения оппонента
  + listener - обработчик
* void subscribeSendingAvailableChanged(Consumer<Boolean> listener);  
  Подписка на CTS
  + listener – обработчик

##### 4.6.2.2. Листинг

package layers.phy;

import layers.ILayer;

import java.util.function.Consumer;

public interface IPhysicalLayer extends ILayer {

boolean readyToSend();

void send(byte[] data);

void subscribeConnectionStatusChanged(Consumer<Boolean> listener);

void subscribeCompanionConnectedChanged(Consumer<Boolean> listener);

void subscribeSendingAvailableChanged(Consumer<Boolean> listener);

}

### 4.6.3. Класс ComPort

##### 4.6.3.1. Поля

* private static Logger LOGGER = Logger.getLogger("PhysicalLayerLogger");  
  Объект для вывода отладочных сообщений в консоль
* private static List<String> availablePorts;  
  Список доступных комп-портов
* private static final String PORT\_NAME = "ChatPort";  
  Уникальный строковый идентификатор порта
* private static final int TIME\_OUT = 2000;  
  Таймаут открытия порта
* private IDataLinkLayer dataLinkLayer;  
  Ссылка на верхний уровень
* private SerialPort serialPort;  
  Объект библиотеки RXTX, последовательный порт
* private OutputStream outStream;  
  Ссылка на выходной поток порта
* private InputStream inStream;  
  Ссылка на входной поток порта
* private boolean connected;  
  Факт наличия соединения
* private List<Consumer<Boolean>> connectionChangedListeners;  
  Список подписок на изменение состояние связи
* private List<Consumer<Boolean>> companionConnectedListeners;  
  Список подписок на подключение/отключение оппонента
* private List<Consumer<Boolean>> sendingAvailableChangedListeners;  
  Список подписок на изменение CTS

##### 4.6.3.2. Методы

* private void setConnected(boolean status)  
  Изменяет значение переменной connected
  + status – значения для установки
* public static List<String> getAvailablePorts(boolean ignoreCache)  
  Возвращает список доступных ком-портов
  + ignoreCache – учитывать или нет ранее полученные значения
* public static List<String> getAvailablePorts()  
  Возвращает список доступных ком-портов с учётом кэша
* public static List<Integer> getAvailableBaudRates()  
  Возвращает список доступных скоростей
* public static List<String> getAvailableDataBits()  
  Возвращает список доступных количеств информационных бит
* public static List<String> getAvailableStopBits()  
  Возвращает список доступных количеств стоповых бит
* public static List<String> getAvailableParity()  
  Возвращает список доступных вариантов проверки чётности
* public static String getDefaultPort()  
  Возвращает ком-порт по умолчанию или пустую строку, если их список пуст
* public static int getDefaultBaudRate()  
  Возвращает скорость по умолчанию
* public static String getDefaultDataBits()  
  Возвращает количество информационных бит по умолчанию
* public static String getDefaultStopBits()  
  Возвращает количество стоповых бит по умолчанию
* public static String getDefaultParity()  
  Возвращает способ проверки чётности по умолчанию
* private void connect(ComPortSettings settings)  
  Выполняет соединение
  + settings – настройки соединения
* public synchronized void send(byte[] data)  
  Отправляет массив байт по ком-порту
  + data – массив для передачи
* public boolean readyToSend()  
  Возвращает значение RTS
* private void notifyConnectionStatusChanged(boolean status)  
  Оповещает верхний уровень об изменении состояния соединения
  + status – наличие соединения
* private void notifyCompanionConnectedChanged(boolean status)  
  Оповещает верхний уровень об подключении/отключении оппонента
  + status – наличие оппонента
* private void notifySendingAvailableChanged(boolean status)  
  Оповещает верхний уровень об изменении состояния линии CTS
  + status – наличие CTS

Остальные методы являются унаследованными.

##### 4.6.3.3. Листинг

package layers.phy;

import gnu.io.\*;

import layers.ILayer;

import layers.ProtocolStack;

import layers.apl.ApplicationLayer;

import layers.dll.DataLinkLayer;

import layers.dll.IDataLinkLayer;

import layers.exceptions.ConnectionException;

import layers.phy.settings.PhysicalLayerSettings;

import layers.phy.settings.comport\_settings.ComPortSettings;

import layers.phy.settings.comport\_settings.DataBitsEnum;

import layers.phy.settings.comport\_settings.ParityEnum;

import layers.phy.settings.comport\_settings.StopBitsEnum;

import java.io.IOException;

import java.io.InputStream;

import java.io.OutputStream;

import java.nio.ByteBuffer;

import java.util.Enumeration;

import java.util.LinkedList;

import java.util.List;

import java.util.TooManyListenersException;

import java.util.function.Consumer;

import java.util.logging.Logger;

import static java.util.Arrays.asList;

import static java.util.Arrays.stream;

public class ComPort implements IPhysicalLayer, SerialPortEventListener {

private static Logger LOGGER = Logger.getLogger("PhysicalLayerLogger");

private static List<String> availablePorts;

private static final String PORT\_NAME = "ChatPort";

private static final int TIME\_OUT = 2000;

private IDataLinkLayer dataLinkLayer;

private SerialPort serialPort;

private OutputStream outStream;

private InputStream inStream;

private boolean connected = false;

private List<Consumer<Boolean>> connectionChangedListeners = new LinkedList<>();

private List<Consumer<Boolean>> companionConnectedListeners = new LinkedList<>();

private List<Consumer<Boolean>> sendingAvailableChangedListeners = new LinkedList<>();

@Override

public boolean isConnected() {

return connected;

}

private void setConnected(boolean status) {

this.connected = status;

notifyConnectionStatusChanged(status);

}

public static List<String> getAvailablePorts(boolean ignoreCache) {

if (!ignoreCache && availablePorts != null)

return availablePorts;

availablePorts = new LinkedList<>();

Enumeration portEnum = CommPortIdentifier.getPortIdentifiers();

while (portEnum.hasMoreElements()) {

CommPortIdentifier port = (CommPortIdentifier) portEnum.nextElement();

if(port.getPortType() == CommPortIdentifier.PORT\_SERIAL)

availablePorts.add(port.getName());

}

return availablePorts;

}

public static List<String> getAvailablePorts() {

return getAvailablePorts(false);

}

public static List<Integer> getAvailableBaudRates() {

return asList(300, 600, 1200, 2400, 4800, 9600, 14400, 19200, 28800, 38400, 57600, 115200);

}

public static List<String> getAvailableDataBits() {

List<String> names = new LinkedList<>();

stream(DataBitsEnum.values()).forEach(e -> names.add(e.toString()));

return names;

}

public static List<String> getAvailableStopBits() {

List<String> names = new LinkedList<>();

stream(StopBitsEnum.values()).forEach(e -> names.add(e.toString()));

return names;

}

public static List<String> getAvailableParity() {

List<String> names = new LinkedList<>();

stream(ParityEnum.values()).forEach(e -> names.add(e.toString()));

return names;

}

public static String getDefaultPort() {

String port = "";

List<String> ports = getAvailablePorts();

if (!ports.isEmpty())

port = ports.get(0);

return port;

}

public static int getDefaultBaudRate() {

return 9600;

}

public static String getDefaultDataBits() {

return DataBitsEnum.getDefault().toString();

}

public static String getDefaultStopBits() {

return StopBitsEnum.getDefault().toString();

}

public static String getDefaultParity() {

return ParityEnum.getDefault().toString();

}

@Override

public void connect(PhysicalLayerSettings settings) throws ConnectionException {

try {

connect((ComPortSettings) settings);

} catch (NoSuchPortException | UnsupportedCommOperationException | PortInUseException e) {

throw new ConnectionException(e);

}

}

private void connect(ComPortSettings settings) throws NoSuchPortException, UnsupportedCommOperationException, PortInUseException {

String port = settings.getPort();

LOGGER.info("Connecting to port " + port);

CommPortIdentifier portId = CommPortIdentifier.getPortIdentifier(port);

try {

serialPort = (SerialPort) portId.open(PORT\_NAME, TIME\_OUT);

LOGGER.info("Port " + port + " opened successfully");

serialPort.setSerialPortParams(settings.getBaudRate(), settings.getDataBits(), settings.getStopBits(), settings.getParity());

serialPort.setFlowControlMode(SerialPort.FLOWCONTROL\_NONE);

outStream = serialPort.getOutputStream();

inStream = serialPort.getInputStream();

} catch (PortInUseException e) {

LOGGER.severe("Port " + port + " is already in use");

throw e;

} catch (UnsupportedCommOperationException e) {

LOGGER.severe("Unsupported com port params");

disconnect();

throw e;

} catch (IOException e) {

LOGGER.severe("Error while opening streams for serial port");

disconnect();

}

try {

serialPort.addEventListener(this);

serialPort.notifyOnDataAvailable(true);

// serialPort.notifyOnOutputEmpty(true);

// serialPort.notifyOnBreakInterrupt(true);

// serialPort.notifyOnCarrierDetect(true);

serialPort.notifyOnCTS(true);

serialPort.notifyOnDSR(true);

// serialPort.notifyOnFramingError(true);

// serialPort.notifyOnOverrunError(true);

// serialPort.notifyOnParityError(true);

// serialPort.notifyOnRingIndicator(true);

} catch (TooManyListenersException e) {

LOGGER.severe("Too many listeners");

disconnect();

}

serialPort.setRTS(true);

serialPort.setDTR(true);

setConnected(true);

notifyCompanionConnectedChanged(serialPort.isDSR());

}

@Override

public synchronized void disconnect() {

if (serialPort != null) {

try {

outStream.close();

inStream.close();

} catch (IOException ignored) {

}

serialPort.setRTS(false);

serialPort.setDTR(false);

serialPort.close();

LOGGER.info("Port " + serialPort.getName() + " closed");

outStream = null;

inStream = null;

serialPort = null;

}

else {

LOGGER.info("Port is not opened");

}

notifySendingAvailableChanged(false);

//notifyCompanionConnectedChanged(false); //do not notify me, when i press disconnect by myself

setConnected(false);

}

@Override

public synchronized void send(byte[] data) {

// System.out.println("ready? - " + readyToSend());

serialPort.setRTS(false);

try {

Thread.sleep(100);

} catch (InterruptedException e) {

e.printStackTrace();

}

try {

outStream.write(data);

} catch (IOException e) {

LOGGER.warning("Exception occurred: " + e.getMessage());

notifyOnError(e);

return;

}

try {

outStream.flush();

} catch (IOException ignored) { }

serialPort.setRTS(true);

}

@Override

public boolean readyToSend() {

return serialPort.isDSR() && serialPort.isCTS();

}

@Override

public IDataLinkLayer getUpperLayer() {

return dataLinkLayer;

}

@Override

public ILayer getLowerLayer() {

return null;

}

@Override

public void setUpperLayer(ILayer layer) {

dataLinkLayer = (IDataLinkLayer) layer;

}

@Override

public void setLowerLayer(ILayer layer) {

}

@Override

public void subscribeConnectionStatusChanged(Consumer<Boolean> listener) {

connectionChangedListeners.add(listener);

}

@Override

public void subscribeCompanionConnectedChanged(Consumer<Boolean> listener) {

companionConnectedListeners.add(listener);

}

@Override

public void subscribeSendingAvailableChanged(Consumer<Boolean> listener) {

sendingAvailableChangedListeners.add(listener);

}

private void notifyConnectionStatusChanged(boolean status) {

connectionChangedListeners.forEach(listener -> listener.accept(status));

}

private void notifyCompanionConnectedChanged(boolean status) {

companionConnectedListeners.forEach(listener -> listener.accept(status));

}

private void notifySendingAvailableChanged(boolean status) {

sendingAvailableChangedListeners.forEach(listener -> listener.accept(status));

}

public void notifyOnError(Exception e) {

onErrorListeners.forEach(listener -> listener.accept(e));

}

@Override

public synchronized void serialEvent(SerialPortEvent event) {

switch (event.getEventType()) {

case SerialPortEvent.OUTPUT\_BUFFER\_EMPTY:

System.out.println("OUTPUT\_BUFFER\_EMPTY");

break;

case SerialPortEvent.DATA\_AVAILABLE:

dataAvailable(event);

break;

case SerialPortEvent.BI:

System.out.println("BI");

break;

case SerialPortEvent.CD:

System.out.println("CD");

break;

case SerialPortEvent.CTS:

System.out.println("CTS = [" + serialPort.isCTS() + "]");

notifySendingAvailableChanged(serialPort.isCTS());

break;

case SerialPortEvent.DSR:

System.out.println("DSR");

// if (!serialPort.isDSR()) {

// setConnected(false);

// }

notifyCompanionConnectedChanged(serialPort.isDSR());

break;

case SerialPortEvent.FE:

System.out.println("FE");

break;

case SerialPortEvent.OE:

System.out.println("OE");

break;

case SerialPortEvent.PE:

System.out.println("PE");

break;

case SerialPortEvent.RI:

System.out.println("RI");

break;

}

}

public void dataAvailable(SerialPortEvent event) {

// reading size of the data

try {

byte[] dataSize = new byte[2];

for (int i = 0; i < dataSize.length; ++i) {

dataSize[i] = (byte) inStream.read();

}

// reading the whole data

int size = (int) ByteBuffer.wrap(dataSize).getShort();

byte[] data = new byte[size];

for (int i = 0; i < size; ++i) {

data[i] = (byte) inStream.read();

}

getUpperLayer().receive(data);

} catch (IOException e) {

e.printStackTrace();

}

}

private static void reader(IPhysicalLayer comPort, String port) throws Exception {

comPort.connect(new ComPortSettings(port, 9600, 8, 1, 0));

}

private static void writer(IPhysicalLayer comPort, String port) throws Exception {

comPort.connect(new ComPortSettings(port, 9600, 8, 1, 0));

while (comPort.isConnected()) {

comPort.send("Привет!".getBytes());

// layer.read();

Thread.sleep(2000);

}

}

public static void main(String[] args) throws Exception {

ProtocolStack stack = new ProtocolStack(ApplicationLayer.class, DataLinkLayer.class, ComPort.class);

IPhysicalLayer comPort = stack.getPhy();

ComPort.getAvailablePorts().forEach(System.out::println);

for (String arg : args) {

switch (arg) {

case "reader":

reader(comPort, "COM5");

break;

case "writer":

writer(comPort, "COM6");

break;

}

}

Thread t = new Thread() {

public void run() {

//the following line will keep this app alive for 1000 seconds,

//waiting for events to occur and responding to them (printing incoming messages to console).

try {Thread.sleep(1000000);} catch (InterruptedException ie) {}

}

};

t.start();

// layer.disconnect();

}

}

## 4.7. Пакет exceptions

### 4.7.4. Класс ChatException

Корневое в иерархии приложения исключение, от него наследуются все остальные.

##### 4.7.4.1. Методы

* public ChatException(String message)   
  Коструктор
  + message – текстовое представление исключения
* public ChatException(String message, Throwable cause)  
  Конструктор
  + message – текстовое представление исключения
  + cause – причина исключения
* public ChatException(Throwable cause)  
  Конструктор
  + cause – причина исключения

##### 4.7.4.2. Листинг

package layers.exceptions;

public class ChatException extends Exception {

public ChatException(String message) {

super(message);

}

public ChatException(String message, Throwable cause) {

super(message, cause);

}

public ChatException(Throwable cause) {

super(cause);

}

}

### 4.7.2. Класс ConnectionException

##### 4.7.2.1. Методы

Все методы полностью аналогичны методам предка

##### 4.7.2.2. Листинг

package layers.exceptions;

public class ConnectionException extends ChatException {

public ConnectionException(String message) {

super(message);

}

public ConnectionException(String message, Throwable cause) {

super(message, cause);

}

public ConnectionException(Throwable cause) {

super(cause);

}

}

### 4.7.3. Класс LayerUnavailableException

##### 4.7.3.1. Методы

Все методы полностью аналогичны методам предка

##### 4.7.3.2. Листинг

package layers.exceptions;

public class LayerUnavailableException extends ChatException {

public LayerUnavailableException(String message) {

super(message);

}

public LayerUnavailableException(String message, Throwable cause) {

super(message, cause);

}

public LayerUnavailableException(Throwable cause) {

super(cause);

}

}

### 4.7.4. Класс ProtocolStackException

##### 4.7.4.1. Методы

Все методы полностью аналогичны методам предка

##### 4.7.4.2. Листинг

package layers.exceptions;

public class ProtocolStackException extends ChatException {

public ProtocolStackException(Exception cause) {

super(cause);

}

}

### 4.7.5. Класс UnexpectedChatException

##### 4.7.5.1. Методы

Все методы полностью аналогичны методам предка

##### 4.7.5.2. Листинг

package layers.exceptions;

public class UnexpectedChatException extends ChatException {

public UnexpectedChatException(String message) {

super(message);

}

public UnexpectedChatException(String message, Throwable cause) {

super(message, cause);

}

public UnexpectedChatException(Throwable cause) {

super(cause);

}

}

# 5. Пакет util

## 5.1. Класс ArrayUtils

### 5.1.1. Методы

* public static byte[] concatenate(byte[] A, byte[] B)  
  Объединение двух массивов байт
  + A, B – объединяемые операнды
* public static byte[] concatenate(byte a, byte[] B)  
  Объединение байта и массива байт
  + a, B – объединяемые операнды